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# Linear Programming

**Linear Program**: an optimization problem in which the objective function is linear and each constraint is a linear inequality or equality

**Decision variables**: describe our choices that are under our control

**Objective function**: describes a criterion that we wish to max/minimize; doesn’t have an in/equality

e.g. max 40x + 30y

**Integer linear program**: a linear program that only deals with integers

**Constraints**: describe the limitations that restrict our choices for our decision variables, always *inequalities*.

**Free**: no constraints

**Basic variable**: the variables corresponding to the identity matrix, usually have to be set to 0

**Non-basic variable**: …not basic variables

## Converting constraints to equalities

**Slack variable**: basic variable greater than constraint, added to turn inequalities into equalities

**Surplus variable**: equation variable less than constraint, subtracted

**Optimal Solution**: either a maximum or minimum of the objective function based on constraints

**Basic Solution**: a solution which has as many slack variables as basic variables

**Basic Feasible Solution**: all basic variables are non-negative

* Unique
* obtained by setting the non-basic variables to 0

**Standard form**: when you take inequalities and use slack variables to turn them into equalities.

* Note: all variables need to be ≥ 0.
* All remaining constraints are expressed as equality constraints.

### e.g.)

2x1 + 4x2 – x3 – x4 ≥ 1

2x1 + 4x2 – x3 – x4 + s = 1

## Polytopes

**Convex set**: all points lie on a common plane, i.e. no bulges! Intersections of convex sets are also convex sets

**Hyperplane**: a hyperplane in Rx is a shape in Rx–1, e.g. line in R2

* cuts a space in half
* can’t be Rx–2: you can’t use a rope to cut a room in half

**Half-Space**: one of the halves of a space that has been split by a *hyperplane*. Each *half-plane* is represented by an inequality.
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**Closed Half-Space**: includes the *hyperplane* separating the two *half-spaces*
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**Polyhedron**: the intersection of finitely many *half-spaces*

**Polytope**: a bounded *polyhedron*, i.e. flat slides

[xk\*]: optimal point to kth LP, farthest point from the hyperplane the half-space (an LP) is associated with, i.e. the solution of the LP

**Full-dimensional**: a polytope that is an n-dimensional object in Rn.

* One way to prove that P is not full dimensional is to exhibit a hyperplane H = {x ∈ ℝn: αTx = β} satisfying P ⊂ H (with |α| ≠ 0)
* One way to prove that P is full dimensional is to exhibit a point ![](data:image/x-wmf;base64,183GmgAAAAAAAGABoAECCQAAAADTXgEACQAAA0QBAAAEAH8AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKgAWABCwAAACYGDwAMAE1hdGhUeXBlAAAwABIAAAAmBg8AGgD/////AAAQAAAAwP///+b///8gAQAAhgEAAAgAAAD6AgAAEwAAAAAAAAIEAAAALQEAAAUAAAAUAlMATQAFAAAAEwJTAA0BBQAAAAkCAAAAAgUAAAAUAkABTAAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AaNsYADiXN3eAATt3cg1mRAQAAAAtAQEACQAAADIKAAAAAAEAAAB4eQADfwAAACYGDwD0AEFwcHNNRkNDAQDNAAAAzQAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYHRFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgGDeAAGABEAAAAKAAAAJgYPAAoA/////wEAAAAAAAgAAAD6AgAAAAAAAAAAAAAEAAAALQECABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQAAcg1mRAAACgA4AIoBAAAAAP////+Y5RgABAAAAC0BAwAEAAAA8AEBAAMAAAAAAA==)satisfying ![](data:image/x-wmf;base64,183GmgAAAAAAACAFYAIBCQAAAABQWQEACQAAA/sBAAAEAJwAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJgAiAFCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///7X////gBAAAFQIAAAgAAAD6AgAAEwAAAAAAAAIEAAAALQEAAAUAAAAUArMAugEFAAAAEwKzAHoCBQAAAAkCAAAAAgUAAAAUAvQAAQEcAAAA+wIi/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AaNsYADiXN3eAATt3Rg9mkQQAAAAtAQEACQAAADIKAAAAAAEAAABUebwBBQAAABQCAwLyABwAAAD7AiL/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBo2xgAOJc3d4ABO3dGD2aRBAAAAC0BAgAEAAAA8AEBAAoAAAAyCgAAAAACAAAAaWmuA7wBBQAAABQCoAE6ABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgBo2xgAOJc3d4ABO3dGD2aRBAAAAC0BAQAEAAAA8AECAAwAAAAyCgAAAAADAAAAYXhiL38BQQIAAwUAAAAUAqAB2gIcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAd9IWCjBASHsAaNsYADiXN3eAATt3Rg9mkQQAAAAtAQIABAAAAPABAQAJAAAAMgoAAAAAAQAAADxpAAOcAAAAJgYPAC0BQXBwc01GQ0MBAAYBAAAGAQAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABgdEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAINhAAMAHQAACwEAAgCDaQAAAQACAINUAAAACgIBg3gABgARAAIEhjwAPAIAg2IAAwAbAAALAQACAINpAAABAQAAAH4KAAAAJgYPAAoA/////wEAAAAAAAgAAAD6AgAAAAAAAAAAAAAEAAAALQEBABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQAARg9mkQAACgA4AIoBAAAAAP////+Y5RgABAAAAC0BAwAEAAAA8AECAAMAAAAAAA==)for i = 1, 2,…, m.

**Convex Polytope**: a polytope consisting of flat planes, i.e. only *convex sets*

**Support Vectors**: data points that lie closest to the decision surface (or hyperplane); they support and define the edges of the decision surface, making them the most

**Support Vector Machine (SVM)**: calculating a function based on two sets of points by determining the plane between them that differentiates them. This is determined by finding the optimal points of all possible *hyperplanes* separating the two data sets

![http://www.m8j.net/data/Website-Images/mj-01-svm.png](data:image/png;base64,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)

<https://www.youtube.com/watch?v=YsiWisFFruY>

## Graphical Method

1. Sketch the region corresponding to the system of constraints. The points inside or on the boundary of the region are the *feasible solutions*.
2. Find the vertices of the region.
3. Test the objective function at each of the vertices and select the values of the variables that optimize the objective function. For a bounded region, both a minimum and maximum value will exist. For an unbounded region, if an optimal solution exists, then it will occur at a vertex.

## Simplex Method: Maximization

**Simplex Method**: useful for solving linear optimization problems cheaply

* Cannot be done with **strict inequalities**, i.e. when there is no possibility of being equal
* Can only work if your objective function is in *standard form*

**Simplex Tableau**: visual representation of stuff

* The *basic variables* can be identified if they have a column with one row of 1 and the rest of the rows are 0’s. The value of the variable is at the row with the 1.
* The objective row is going to identify the constants for the new equation. You should see 0’s in the columns that are non-basic.
* The first column (if used) is only an indicator of the existence of the variable you’re trying to min/maximize, i.e. 0’s for all rows, except for the objective function
* RHS must be ≥ 0

Process:

1. You’ll have as many slack variables as you have constraint equations.
2. Find the column with the smallest coefficient (< 0) in the objective function. That column is called the **pivot column**. The **entering variable** is the variable with the smallest coefficient.
3. **Minimum test**: find the row with the smallest **departing variable** or **exiting variable**, i.e. RHS/xpivot. That row is called the **pivot row**. xpivot must be ≥ 0
4. The intersection of the pivot row & column is called the **pivot point**.
5. If your pivot point ≠ 1, divide your row out by the value of your point
6. Use row operations, i.e. Gauss-Jordan to make the other elements in the pivot column 0.
7. Go to step 2, until objective function is all ≥ 0.

## Simplex: Minimization

To minimize a function, we just oppositize the problem so we can use the maximization technique on it. You’ll see. Just remember that we minimize [w] & maximize [z] AND minimize is (vars ≥ 0), while maximize is (vars ≤ 0). I’ll explain using an example:

### e.g.)

w = 0.12x1 + 0.15x2

60x1 + 60x2 ≥ 300

12x1 + 6x2 ≥ 36

10x1 + 30x2 ≥ 90

1. Ignore slack variables for now. Make a matrix with just the variables you have.

|  |  |  |  |
| --- | --- | --- | --- |
| w | x1 | x2 |  |
| 0 | 60 | 60 | 300 |
| 0 | 12 | 6 | 36 |
| 0 | 10 | 30 | 90 |
| 1 | –0.12 | –0.15 | 0 |

1. Find the transpose of this matrix

|  |  |  |  |
| --- | --- | --- | --- |
| 60 | 12 | 10 | –0.12 |
| 60 | 6 | 30 | –0.15 |
| 300 | 36 | 90 | 0 |

This gives us:

z = 300y1 + 36y2 + 90y3

60y1 + 12y2 + 10y3 ≤ 0.12

60y1 + 6y2 + 30y3 ≤ 0.15

300y1 + 36y2 + 90y3 ≤ 0

Notice how the x’s are now y’s? Yeah I know you did. Well now, since you turned this into a maximization problem, what are you waiting for? [Go to the maximization section](#_Simplex_Method:_Maximization)!

## Phase Simplex

This is useful for when you have a mix of constraints that are maximum and minimum constraints.

**Artificial Variable** [y]: since you can’t have negative variables (x1, x2 ≥ 0), you can’t just use a regular slack variable

### Phase I

1. Replace all negative slack variables with artificial variables
2. Replace objective function with w = –Σyi
3. Isolate your artificial variables in your constraint equations,
   1. e.g. 2x1 + x2 − x3 − x4 + y2 = 10 => y2 = 10 – 2x1 – x2 + x3 + x4
4. Replace your y’s in your objective function with the isolated artificial variables, then move the RHS’s to the new RHS
   1. e.g. for x1 + x2 − x3 − x4 + y2 = 10 & −x2 + x4 + y3 = 10, w – 2x1 + x3 = –20
5. Treat as [maximization](#_Simplex_Method:_Maximization).

### Phase II

Oh no!

## Bland’s Rule

**Bland’s Rule**: a way of guaranteeing that you don’t repeat going over the same variables (a cycle) by picking the smallest (or most negative) number

# Algorithms

See [SFWR ENG 2C03 Summary](https://drive.google.com/file/d/0BxW61uJyyN8TcDRiOWFuR1BpNjg/view).

Bellman-Ford vs Dijkstra’s:

* Dijkstra’s omits the possibility that past nodes can be improved.
* Bellman-Ford makes sure that old nodes have been covered. If you have already looked at a node, but the minimum path to the node changes, you have to re-look at the node as well as all nodes connected to it.

Dijkstra’s: Shortest path

1. Use BFS to find, relax all paths connected to each node
2. At the end, show the path

Note: when doing Bellman-Ford:

1. Make a new node
2. If the value of a node changes, redo relaxations to that node
3. If still changing at N–1, it’s a negative cycle

Sp

## Knapsack

Can be represented as a linear program:

For a set of n items x0..n, weights, w0..n, and costs, V0..n, max weight, k:
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Σwixi ≤ k

**items** [i]:

**knapsack** [j]: current total capacity

|  |  |  |  |
| --- | --- | --- | --- |
| V(i\j) | j=0 | ... | j=k |
| i=0 |  |  |  |
| … |  |  |  |
| i=n |  |  |  |

1. Add one item at a time and see if it fits in each capacity range

[wi]: item weight

[vi]: item value

for i = 1.n

w = knapsack capacity
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# Constraint Graph

For each directed edge from b to a, there is a constraint

a – b ≤ db-a

You can prove you have a negative weight cycle by putting your final Bellman-Ford values into the constraint graph and adding up the constraints

–5 ≤ –6

–3 ≤ –1

–8 ≤ –7

If that doesn’t add up, you have a negative weights cycle.

# Maximum Flow

## Ford-Fulkerson algorithm

G(V,E)

Incoming flow = outgoing flow for each vertex

In the end, you’re good when back edges are 0 and most forward edges are full

1. Draw graph
2. Show augmenting paths
3. Identify the limiting amount for each path
4. Draw final graph
5. Indicate max flow

After you identify a path, assume the edges already have the amount of the previous limiting amount.

**Pairwise Distinct**: every pair of elements consists of two different things (excluding the possibility that you selected the same element twice)